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Abstract—Component-Based Software Engineering (CBSE) is an approach which is used to enhance the reusability with the development of component-based software from the pre-existing software components or with the components which is developed from the scratch. A new algorithm is proposed for component selection by using best-fit strategy and first-fit strategy through X model which is used to develop component-based software with two approaches likely development for reuse and development with reuse. But when reuse a pre-existing software component through the development with reuse, component selection play an important role. Component selection for Component-Based Software Development (CBSD) is very challenging field for researchers and practitioners. This paper also presents the two component selection problem viz. Simple Component Selection Problems (SCSP) and Criteria Component Selection Problem (CCSP). On the basis of these two problems, this paper presents a new optimal solution with new algorithm for optimal component selection from repositories. Lastly, paper summarizes the factors used in algorithm for optimal selection of components with the help of X model repositories to fulfill the requirements of client by using SCSP and CCSP.

Index Terms—Component, reusability, best-fit, first-fit, X model.

I. INTRODUCTION

CBSE addresses challenges similar to those encountered elsewhere in software engineering. Many of the methods, tools and principles of software engineering used in other types of system which will be used in the same or a similar way in CBSE. There is however one difference; CBSE specifically focuses on questions related to components and in that sense it distinguishes the process of “component development” from that of “system development with components”. Components raise the level of abstraction to that which can be easily used by a domain expert who is not necessarily an expert designer and programmer. A typical development effort using components would be importing the components of interest and customizing each one it without explicit coding and finally wiring together the components to form an application. The components in software development help in increasing productivity gained by reuse of design and implementation, help in increasing reliability by using well tested code, help in lower down the maintenance costs because of a smaller code base, help in minimizing the effects of change since black box programming tends to rely on interfaces as compared to explicit programming [1]. Components are built to be used and reused in many applications. Software development with components is focused on the identification of reusable entities and relations between them, beginning from the system requirements and from the availability of components already existing. In reality the processes are already separate as many components are developed by third parties, independently of software development. Even components being developed internally in an organization which uses these very same components, are often treated as separate entities developed separately. CBSE is an approach which is used to enhance the reusability from the pre-existing software components. But when reuse pre-existing software components, components selection factors play an important role to enhance the reusability, productivity and quality [2]. So this paper presents new algorithm for components selection to suggest how to select component due to which researches and practitioners select optimal set of components from repository to fulfill the requirements of client. In the whole process CBSD, component selection is the main issue because developers want components that can satisfy all the requirements and also minimizing the overall cost [3]. Therefore there are two ways of selecting the components. In one way developers can define system architecture and according to that selecting the appropriate off-the-shelf component and the other way is to select components according to the requirements and functionality. Only selecting the appropriate component is not the major issue but also developers have to check the adaptability, composition and dependency between their requirements. Each component is assigned a cost which is the overall cost of acquisition, composition and adaptation of that component. In general, there may be different alternative components that can be selected, each coming at their own set of offered requirements. Our main aim is to refine a selection approach that guarantees the optimality of the generated component system. This paper is focusing on the issues related to component selection problems and their solution by proposing new algorithm. Component selection is a crucial problem in CBSE and finding that component among all the others has been identified a major problem in CBSE. This paper presents a new algorithm, which we apply after the design phase of X a component-based software life cycle model to select a subset of component and components by using best-fit and first-fit strategy through SCSP and CCSP, which satisfy the clients’
requirements according to application.

II. X LIFE CYCLE MODEL FOR CBS DEVELOPMENT

X model [4], [5] in which the processes start in usual way by requirements engineering and requirements specification as shown in Fig. 1. In a non component-based approach the process would continue with the unit design, implementation and test. Instead of performing this activities that often are time and efforts consuming, we simply select appropriate reusable components and integrate them to build the software. However, two problems appear here which break this simplicity: 1) It is not obvious that there is any component to select, and 2) the selected component only partially fits to our overall design. The main characteristic of this software life cycle model is reusability in which software is developed by building reusable components to build the software and component-based software development from simple and reusable components by using two approaches, software development with modification in reusable component and development without modification in reusable component.
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**Fig. 1.** X: A life cycle model for component-based software development.

Evolution and the production of potentially reusable components are meant to be useful in future software projects. Reusability not only involves reusing existing components in a new software system but also producing components meant for reuse. When software has been developed, the developer may realize that some components can be generalized for potential reuse in the future. Reusability implies the use of composition techniques during software development; this is achieved by initially selecting reusable components and assembling them, or by adapting the software to a point where it is possible to pick out components from a Reusable Component Repository (RCR) and Testable Component Repository (RCR). This model has two main phases, first one is building reusable components for software development and second one is building software from simple and reusable components [4]-[6] of X model which help in developing a quality component-based software with the help of reusability. Therefore to select the component, we propose an algorithm which is used for selection of optimal set of component after completion of software analysis & specification and design phase.

A. Building Reusable Components for Software Development

A component is built to be reused and reusability implies generality and flexibility, and these requirements may significantly change the component characteristics. The development process of building components can follow an arbitrary development process model as shown in Fig. 1. The generality requirements imply often more functionality and require more design and development efforts and more qualified developers. The component development will require more efforts in testing and specification of the components. The components should be tested in isolation, but also in different configurations. Finally the documentation and the delivery will require more efforts since the extended documentation is very important for increasing understanding of the component.

B. Building Software from Reusable and Testable Components

The main idea of the component-based approach is building systems from pre-existing components as shown in Fig. 1. This assumption has several consequences for the system lifecycle. First, the development processes of component-based software are separated from development processes of the components; the components should already been developed and possibly used in other products when the system development process starts. Second, finding and evaluating the components. Third, the activities in the processes will be different from the activities in non component-based approach; for the component-based software development the emphasis will be on finding the proper components and verifying them, and for the component development, design for reuse will be the main concern. X model has two phases during CBSD and two component repositories. In this paper we present the algorithm to select the optimal set of component from TCR and RCR according to the requirement of client through X model. According to the Fig. 1, after completing the software analysis & specifications, and design, developer check the RCR and TCR to select the optimal component.

III. COMPONENT SELECTION PROBLEMS

In component selection, a number of software components selected from a subset of components or from component repository in such a way that their composition satisfies a set of objectives. Components selection plays an important role in CBSD. Component selection decisions are often made in an ad-hoc manner. Component selection processes have been proposed to improve upon the efficiency and effectiveness of informal methods. Existing selection processes do not fully address the specification and evaluation requirements. Component selection problem is the most important task in development of component-based software from testable and reusable component because the developed component-based software depends on the selected components. So there are various methods and algorithm to search the optimal set of components from repositories. Researchers and practitioners generally use the simple component selection problem and criteria based
A. Simple Component Selection Problem

Simple Component Selection Problem (SCSP) is the problem of choosing a number of components from a set of components such that their composition satisfies a set of objectives [7], [8].

Consider SR is the set of the System Requirements as

\[ SR = \{ r_1, r_2, \ldots, r_n \} \]

SC is the Set of Components available for selection as

\[ SC = \{ c_1, c_2, \ldots, c_m \} \]

Each component \( c_i \) can satisfy a subset of the requirements from SR,

\[ SR_{c_i} = \{ r_1, r_2, \ldots, r_k \} \]

The goal is to find a subset of components Sol (solution) in such a way that to every requirement \( r_j \) from the set SR can be assigned a component \( c_i \) from Sol where \( r_j \) is in \( SR_{c_i} \).

B. Criteria-Based Component Selection Problem

Criteria-Based Component Selection Problem (CCSP) is the problem of choosing a number of components from a set of components such that their composition satisfies a set of objectives and using various criteria. The goal is to find a set of components Sol in such a way that to every requirement \( r_j \) from the set SR can be assigned a component \( c_i \) from Sol where \( r_j \) is in \( SR_{c_i} \), while minimizing the number of components in the solution Sol and/or while minimizing \( c_i \) \( \in \) Sol cost (ci). Another criterion for selection of components in CCSP is dependencies involved between the components [7], [8].

IV. PROPOSED ALGORITHM FOR COMPONENT SELECTION

Here the solution for the component selection problem has been presented with proposed algorithm, when developers search the component after requirement analysis and design phase of X Model from TCR and RCR. Here set of components will be addressed as set of component, where set of component will be used to satisfy set of requirements. This algorithm also used the Best-Fit Strategy and First-Fit Strategy to search the component and set of components through SCSP and CCSP.

Step1: Begin
Step2: Select (UR, CR, CS, TCR and RCR)
   UR = User Requirements,
   CR = Component Requirements,
   CS = Component Sets,
   TCR = Testable Component Repository,
   RCR = Reusable Component Repository,
Step3: TCR = [1 to n]
   RCR = [1 to n]
   \( n \) is the numbers of components available in repository
Step4: Sol=Ø

// Sol=Solution and at this time, we have no optimal component solution according to the client requirement.

Step5: Sum=0
   // Sum of components in the solution set
Step6: for \( i \leftarrow 1 \) to \( n \)
   // i is the index number of component in repositories (TCR and RCR)
Step7: If UR = CR
   // If User Requirement (UR) is equal to the Component Requirement (CR) of Component Sets (CS) available in component repositories. Than we use the Best-Fit Strategy and First-Fit Strategy to select a subset of component and component through SCSP and CCSP, which satisfy the clients’ requirements according to the following factors’.
Step8: Return Solution (Sol)
Step9: Sol=CS
Step10: Sum= Sum + CS
Step11: Return “Sol” with or without modification
Step12: ElseIf UR != CR
   // If User Requirement (UR) is not equal to the Component Requirements (CR) of Component Sets (CS) available in component repositories. Than we use the Best-Fit Strategy and First-Fit Strategy to select a subset of component and component through SCSP and CCSP, which satisfy the clients’ requirements according to the following factors’.
Step13: Than development of component with modification and repeat the step9 to step11.
Step14: ElseIf UR = CR
   // If User Requirement (UR) match more than 50 % to the Component Requirements (CR) of Component Sets (CS) available in component repositories. Than we use the Best-Fit Strategy and First-Fit Strategy to select a subset of component and component through SCSP and CCSP, which satisfy the clients’ requirements according to the following factors’.
Step15: Return “No Sol” than
Step16: Call Modify Requirements (UR, CR, Result) and repeat the step2 to step11.
Step17: ElseIf no change in requirement than go to step18
Step18: Than developed the components from scratch
Step19: End

*Find the optimal set of components according to the client-specific requirement by applying these factors like; Performance\(^A\), Size\(^B\), Reliability\(^C\), Fault Tolerance\(^D\), Time\(^E\), Complexity\(^F\) [10].

A. Performance

Performance of software component very helpful for in maintaining the quality of software during software development, so performance is a main factor during the selection of component. The degree to which a system or component accomplish its designed function within given constrains such as accuracy, availability, efficiency, response & recovery time, resource usage, speed etc. [11]. Performance can be increased by selecting those components which contains high cohesion, less coupling and less number of interfaces of components according to the following equation.

Performance \( \propto 1/\text{Interface} \propto \text{Cohesion} \propto 1/\text{Coupling} \)

We know IDC= \#I/ \#I\(_{\text{Max}}\) \( I=\)Actual Interactions, \( I_{\text{Max}}=\) Maximum Available Interactions, IDC= Interaction Density
of a component.

So \( I_{Max} = \#I/ IDC \)

for \( i = 1 \) to \( n \),

\[ X \leftarrow \text{Select the components set which contains minimum } I_{Max}. \]

B. Size

Components size depends on programming language and components code may be written in high level or low level language. User wants the size of system should be less. So researchers and practitioners select those components which use high level language. It means select those components which depend on high level language according to the following equation in which size and high level language are inversely propositional to each other.

\[ \text{Size} \propto 1/ \text{High Level Language} \]

LO\(C\times 1/ \text{High Level Language} \)

For \( i = 1 \) to \( n \)

\[ X \leftarrow \text{Select the components set which has written in high level language where as possible}. \]

C. Reliability

The ability of a system or component to perform its required functions under stated conditions for a specified period of time [12]. Reliability can be measure in terms of reliability metrics MTTF, MTTR, MTBF, ROCOF and availability. This paper gives here main focus on software availability. Software availability means a program should be accessible according to requirement at a given point of time. So reliability improves the performance and availability of the components according to the equation in which reliability and availability are directly propositional to each other.

\[ \text{Reliability}\propto \text{Availability} \]

Availability=\( \frac{\text{MTBF}}{(\text{MTBF}+\text{MTTR})} = \frac{\text{MTTF}}{\text{MTBF}} \)

\( //\text{MTBF}= \text{Mean Time Between Failure, MTTR}= \text{Mean Time to Repair, MTTF}= \text{Mean Time to Failure}. \)

D. Fault Tolerance

The ability of system or component to work for long time continuously without any hardware or software faults [11]. Fault tolerance can be increased by increasing the Mean Time to Failure (MTTF) according to the following equation in which fault tolerance and MTTF directly propositional to each other. Fault-tolerance or graceful degradation is the property that enables a system to continue operating properly in the event of the failure of some of its components.

\[ \text{Fault Tolerance} \propto \text{Mean Time to Failure} \]

E. Time

Software development activities require more time for best software quality. But client always want to reduce the development time. So this study proposes to use maximum number of COTS component because COTS components save the development and testing time and improve quality according to the following equation in which time and COTS are inversely propositional to each other.

\[ \text{Time} \propto 1/\text{COTS} \]

F. Complexity

The cyclomatic complexity of a section of source code is the count of the number of linearly independent paths through the source code.

\[ \text{CC} = E - N + 2P/ CC = \text{Cyclomatic Complexity}, E = \text{the number of edges of the graph}, N = \text{the number of nodes of the graph}, P = \text{the number of connected components}. \]

This algorithm solves the component selection problem by selecting optimal set of component at each stage by using Best-Fit Strategy and First-Fit Strategy, with the hope of finding a global accepted result of the problem. This algorithm produces an optimal solution that approximates a global optimal solution. This algorithm will neglect the fact that a component which can satisfy the most requirements may not be suitable for heuristic choice since it may not be good in the field of cost. The basic objective is to maximize the ratio of number of requirements to the cost of components. So if we have to select a component whose cost is 5 and fulfills the 10 requirements and the other component has a cost 10 fulfills the 15 requirements, so we will select the first component because it is decreasing the cost. Thus set of components is verified for all the respective features, if any component is not feasible then the object are removed out and the set is reduced according to our requirements. The process is repeated until an optimal solution is obtained.

V. Conclusion

Selection of optimal set of components not only improves selection process of component but also has a positive impact on the searching a good quality software component for software development by using X model. This algorithm helps in finding the optimal set of component according to the user demand. Algorithms offer significant advantages due to its ability to naturally represent qualitative and quantitative aspect of optimal set of components. Software engineer can identifies potentially optimal components from existing reusable component by using best-fit strategy and first-fit strategy to select a subset of component and component through SCSP and CCS, which satisfy the clients’ requirements according to the factors discussed above. In our future work, we implement this proposed algorithm to reduce the time and cost of development and develops component-based software by searching the optimal set of components from X model repositories according to the client requirements.
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